
Int. J. Inf. Secur. (2007) 6:47–63
DOI 10.1007/s10207-006-0009-3

REGULAR CONTRIBUTION

Efficient generation of secure elliptic curves

Elisavet Konstantinou · Yannis C. Stamatiou ·
Christos Zaroliagis

Published online: 29 November 2006
© Springer-Verlag 2006

Abstract In many cryptographic applications it is
necessary to generate elliptic curves (ECs) whose order
possesses certain properties. The method that is usu-
ally employed for the generation of such ECs is the
so-called Complex Multiplication method. This method
requires the use of the roots of certain class field poly-
nomials defined on a specific parameter called the dis-
criminant. The most commonly used polynomials are
the Hilbert and Weber ones. The former can be used
to generate directly the EC, but they are characterized
by high computational demands. The latter have usu-
ally much lower computational requirements, but they
do not directly construct the desired EC. This can be
achieved if transformations of their roots to the roots of
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the corresponding (generated by the same discriminant)
Hilbert polynomials are provided. In this paper we pres-
ent a variant of the Complex Multiplication method that
generates ECs of cryptographically strong order. Our
variant is based on the computation of Weber polyno-
mials. We present in a simple and unifying manner a
complete set of transformations of the roots of a Weber
polynomial to the roots of its corresponding Hilbert
polynomial for all values of the discriminant. In addition,
we prove a theoretical estimate of the precision required
for the computation of Weber polynomials for all values
of the discriminant. We present an extensive experimen-
tal assessment of the computational efficiency of the
Hilbert and Weber polynomials along with their pre-
cision requirements for various discriminant values and
we compare them with the theoretical estimates. We fur-
ther investigate the time efficiency of the new Complex
Multiplication variant under different implementations
of a crucial step of the variant. Our results can serve as
useful guidelines to potential implementers of EC cryp-
tosystems involving generation of ECs of a desirable
order on resource limited hardware devices or in sys-
tems operating under strict timing response constraints.

Keywords Public key cryptography · Elliptic curve
cryptosystems · Complex Multiplication · Weber
polynomials

1 Introduction

Elliptic curve cryptography (ECC) has gained an
increasing popularity over the years, as it emerges as
a fundamental and efficient technological alternative
for building secure public key cryptosystems. This stems
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from the fact that elliptic curves (ECs) give rise to alge-
braic structures that offer a number of distinct advan-
tages (smaller key sizes and highest strength per bit)
over more customary algebraic structures used in vari-
ous cryptographic applications (e.g., RSA). The use of
smaller parameters for a given level of cryptographic
strength results in faster implementations, less storage
space, as well as reduced processing and bandwidth
requirements. These characteristics make ECC suitable
for software as well as for hardware implementations.
The latter is of particular importance, since (under cer-
tain circumstances) it involves devices with limited
resources such as cell phones, PDAs, and Smartcards.

One of the fundamental issues in ECC is the gener-
ation of ECs suitable for use in various cryptographic
applications ranging from simple data encryption to
more advanced uses such as primality testing and factor-
ing. A common requirement of all such applications is
that the order of the EC should possess certain proper-
ties, which gives rise to the problem of how such ECs can
be generated. For example, it may be required that the
order possesses three well-known conditions [6, Sec. V.7]
that ensure the robustness of the produced EC against
some of the best-known attacks (when considering data
encryption or electronic signatures), or it may be neces-
sary that the order has small prime factors (smoothness
property, required in primality testing) [2]. Moreover, in
certain applications, a vast number of such ECs may be
required to be generated and this should be done as fast
as possible. A typical example is the ECPP algorithm
for primality proving [2].

Another application domain that motivates our
research concerns implementations of EC-based
cryptosystems in computing devices with limited
resources, or in systems operating under strict timing
response constraints. Two specific scenarios in this
framework involve: (i) The development of a proactive
cryptosystem (e.g., in the sense of [15]) in networks of
resource limited hardware devices (e.g., microcontrol-
ler chips) working on some highly critical—with respect
to security—task and which for that reason are fre-
quently requested to refresh their security parameters.
The requested reconfiguration of EC parameters should
be done locally in a periodic manner or upon receipt of
a “reconfigure” signal and not by transmitting the new
EC parameters to them. (ii) A wireless and web-based
environment in which millions of client devices con-
nect to secure servers [13]. Clients may be frequently
requested to choose different key sizes and EC parame-
ters depending on vendor preferences, security require-
ments, and processor capabilities. The large number of
client connections/transactions along with the (possibly
frequent) change of security parameters by the vendor

(e.g., due to evolving market conditions and corporate
policies) calls for strict timing response constraints not
only on the server but also on the client side.

A frequently employed method for generating ECs
with predetermined order, possessing certain desirable
properties, is the Complex Multiplication (CM) method.
This method was used by Atkin and Morain [2] for the
construction of ECs with good properties in the con-
text of primality proving, while the method was also
adapted to give rise to curves with good security prop-
erties by Spallek [34] and Lay and Zimmer [22] inde-
pendently. Furthermore, a number of works appeared
that compared variants of the CM method and pre-
sented experimental results regarding its construction
efficiency; see [3,9,25] for the most representative ones.
Briefly, the CM method takes as input a number rep-
resenting the order of the finite field upon which the
EC will be defined and determines a specific parame-
ter, called the CM discriminant D. The EC of the desir-
able order is generated by constructing certain class field
polynomials based on D and finding their roots. The con-
struction and the location of the roots (modulo the finite
field’s order) of these polynomials are perhaps the most
crucial steps in the whole process. The most commonly
used class field polynomials are the Hilbert (original
version of the CM method) and the Weber polynomials.
Their main differences are: (i) the coefficients of Hilbert
polynomials grow excessively large as the discriminant
D increases, while for the same discriminant the Weber
polynomials have much smaller coefficients and thus are
easier and faster to construct; (ii) the roots of the Hilbert
polynomial construct directly the EC, while the roots of
the Weber polynomial have to be transformed to the
roots of its corresponding Hilbert polynomial in order
to construct the EC.

The use of Hilbert polynomials in the CM method
requires high precision in the arithmetic operations
involved in their construction, resulting in a consider-
able increase of computing resources. This makes them
not appropriate for fast and frequent generation of ECs.
To overcome the shortcomings of Hilbert polynomials,
two alternatives have been recently proposed: either to
compute them off-line and store them for subsequent
use (see e.g., [29]), or to use Weber polynomials for
certain values of D (see e.g., [4,3,18,22,35]) and pro-
duce the required Hilbert roots from them. Although
the former approach tackles adequately the efficient
construction of ECs, there may still be problems with
storing and handling several Hilbert polynomials with
huge coefficients, especially on cryptographic hardware
devices with limited resources. These problems can be
addressed by the second approach. However, the known
studies treat only certain values of D; for example, the
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case of D ≡ 7 (mod 8) and not divisible by 3 is treated
in [4,3,18,22], while the cases of D �≡ 3 (mod 8) and
D �≡ 0 (mod 3) were treated in [20,35]. To the best
of our knowledge, the other cases of D [i.e., D ≡ 3
(mod 8) and D ≡ 0 (mod 3)] have not been treated
before.

Starting from the fact that it is desirable to work with
Weber polynomials in various applications that require
the fast and frequent generation of ECs, we present a
variant of the CM that follows the second approach and
provide a complete set of transformations of Weber to
Hilbert roots that cover all possible values of D. We
also investigate the theoretical and experimental bit-
precision requirement for the construction of Hilbert
and Weber polynomials in order to demonstrate the
superiority of the latter, and we present a new approx-
imate bound of the bit-precision required for the con-
struction of Weber polynomials for all possible values
of D. Our experiments show that this bound is close
to the actual precision needed. Combining the theory
behind Weber polynomials and our experiments, we can
also indicate values of D leading to Weber polynomi-
als with smaller computational requirements compared
with other members of this family of polynomials. To the
best of our knowledge, no general theoretical treatment
exists which gives the required root transformations for
all possible values of the discriminant D. We believe that
our effort to present an exhaustive list of root transfor-
mations and an estimate of the precision requirements
of Weber polynomials in a simple, unifying exposition
will be useful to designers and implementers of ECC
applications.

Besides the construction of the Weber polynomials,
another important step of the CM method is the deter-
mination of the order p of the underlying prime field
and the construction of the order m of the EC. This
step is independent of the computation of Hilbert or
Weber polynomials. We consider two different methods
for implementing this step in our new CM variant. The
first method to compute p and m is to use Cornacchia’s
algorithm [8]. The second method is to generate p and
m at random.

Our second contribution in this paper is a compar-
ative experimental study (Sect. 5) regarding these two
methods for the computation of p and m. In our experi-
ments, we used a large number of ECs and many differ-
ent values of discriminant D. Our study revealed that
the method based on Cornacchia’s algorithm is dramat-
ically slower than the method of generating p and m at
random. It is worth mentioning that our findings coin-
cide with those in [3], where a similar comparative exper-
imental study was conducted with the help of the LiDIA
library [23].

The rest of the paper is organized as follows. In Sect. 2,
we briefly state some basic definitions and results from
EC theory and we review some necessary concepts from
number theory. In Sect. 3, we present the basic CM
method and our variant, while in Sect. 4 we elaborate on
the construction of Hilbert and Weber polynomials, the
transformation of Weber roots to Hilbert roots and the
new approximate bound for the bit-precision require-
ments of Weber polynomials. In Sect. 5 we discuss our
experimental results. We conclude in Sect. 6. Prelimi-
nary parts of this work appeared in [20,21].

2 Preliminaries

In this section we review some basic concepts regarding
ECs and their definition over finite fields. We also briefly
review the theory of quadratic fields and forms, which
is necessary for the construction of Hilbert and Weber
polynomials. The interested reader may find additional
information in [6,14,32,36]. We also assume familiarity
with elementary number theory (see e.g., [7]).

2.1 Elliptic curve theory

An EC E(Fp) over a finite field Fp, where p > 3 and
prime, is the set of points (x, y) ∈ Fp × Fp (represented
by affine coordinates) which satisfy the equation

y2 = x3 + ax + b (1)

and a, b ∈ Fp are such that 4a3 + 27b2 �= 0. The set
of solutions (x, y) of Eq. (1) together with a point O,
called the point at infinity, and a special addition opera-
tion define an Abelian group, called the EC group. The
point O acts as the identity element (details on how the
addition is defined can be found in e.g., [6,14,32,36]).

The order m of an EC is the number of the points in
E(Fp). The expression t = p + 1 − m (which measures
the difference between m and p) is called the Frobenius
trace t. Hasse’s theorem (see e.g., [6,14,32]) states that
|t| ≤ 2

√
p which gives upper and lower bounds for m

based on p

p + 1 − 2
√

p ≤ m ≤ p + 1 + 2
√

p. (2)

The order of a point P is the smallest positive integer n
for which nP = O. Application of Langrange’s theorem
(see e.g., [7]) on E(Fp), gives that the order of a point
P ∈ E(Fp) always divides the order of the EC group, so
mP = O for any point P ∈ E(Fp), which in turn implies
that the order of a point cannot exceed the order of the
elliptic curve.
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Two important quantities associated with E(Fp) are
the curve discriminant � and the j-invariant, defined by

� = −16(4a3 + 27b2) (3)

and

j = −1728(4a)3

�
. (4)

Given j0 ∈ Fp (j0 �= 0, 1728), two ECs of j-invariant j0
can be easily constructed. The first EC is of the form
defined by Eq. (1) and can be constructed by setting
a = 3k mod p, b = 2k mod p, where k = j0

1728−j0
mod p.

The second EC, called the twist of the first, is defined as

y2 = x3 + ac2x + bc3 (5)

where c is a quadratic non-residue in Fp. If m1 is the
order of an EC and m2 is the order of its twist, then
m1 + m2 = 2p + 2, i.e., if one curve has order p + 1 − t,
then its twist has order p+1+ t, or vice versa [6, Lemma
VIII.3].

The security of elliptic curve cryptosystems is based
on the difficulty of solving the discrete logarithm prob-
lem (DLP) on the EC group. To ensure intractability
of solving this problem by all known attacks, the group
order m should obey the following conditions (see [6,
Chap. V] and [14, Chap. 4]):

1. m must have a sufficiently large prime factor (larger
than 2160).

2. m must not be equal to p.
3. For all 1 ≤ k ≤ 20, it should hold that pk �≡ 1

(mod m).

The first condition excludes the application of types
of methods like the Pohlig–Hellman [27] one to solve
DLP, the second condition excludes the application of
the anomalous attack [28,31,33], while the third condi-
tion excludes the MOV attack [24] and the Frey–Rück
attack [11]. If the order of an EC group satisfies the
above conditions, we call it suitable.

We would also like to note that sometimes there exists
a fourth security requirement regarding the degree h of
the class field polynomial. To the best of our knowledge,
such requirement is only posed by the German Infor-
mation Security Agency, which requires that h should
be greater than 200. The reason is that there are few
ECs produced from class field polynomials with smaller
degrees and which may be amenable to specific attacks.
However, no such attacks are known to date and this
requirement does not seem to be part of the security
requirements in any international security standard [4].
Despite this fact, we have taken into consideration such
large values of h in our experimental study.

2.2 Quadratic fields and forms

Let ξ be an algebraic integer (algebraic number sat-
isfying some monic1 polynomial equation with integer
coefficients), and let f and h be polynomials over Q.
Then, the collection of all numbers of the form f (ξ)/h(ξ),
h(ξ) �= 0, constitutes a field denoted by Q(ξ) and called
the extension of Q by ξ . If ξ is a root of an irreducible qua-
dratic polynomial over Q, then Q(ξ) is called a quadratic
field. Additional information on algebraic numbers and
quadratic fields can be found in [26].

Let D be a positive integer, which is not divisible by
any square of an odd prime and which satisfies D ≡ 3
(mod 4) or D ≡ 4, 8 (mod 16). The quantity −D < 0 is
called a fundamental discriminant. The subset of alge-
braic integers in Q(

√−D) forms a ring which is denoted
by O. A quadratic form of −D is a 3-tuple of integers
[a, b, c] such that b2 − 4ac = − D. The form is called
primitive if gcd(a, b, c) = 1, and reduced if {|b| ≤ a ≤ c}
and {b ≥ 0 whenever c = a or |b| = a}.

There is a natural correspondence between a
quadratic form

[
a, b, c

]
and the root τ of the quadratic

equation az2 + bz + c = 0 with Im(τ ) > 0: −D is the
discriminant of τ and τ = (−b + √−D)/2a. It can
be proved that the set of primitive reduced quadratic
forms of −D, denoted by H(−D), is finite. Moreover, it
is possible to define an operation that gives to H(−D)

the structure of an Abelian group whose neutral ele-
ment is called the principal form. The order of H(−D)

is denoted by h(−D), or simply h if −D is clear from
the context. The principal form is equal to [1, 0, D/4]
if D ≡ 0 (mod 4), and to [1, 1, (D + 1)/4] if D ≡ 3
(mod 4). In this case, the root of the quadratic equation,
denoted by τ ∗, is τ ∗ = √−D/2 if D ≡ 0 (mod 4), and
τ ∗ = (−1 + √−D)/2 if D ≡ 3 (mod 4).

For notational simplicity, we will use (the positive
integer) D to refer to the fundamental discriminant
throughout the paper.

3 The Complex Multiplication method

The theory of Complex Multiplication (CM) of ECs over
the rationals can be used to generate ECs of a suitable
order m, resulting in the so-called CM method. The CM
method computes j-invariants from which, as explained
in Sect. 2.1, it is easy to construct the EC. The method is
based on the following idea (for more details see [6,16]).

Hasse’s theorem implies that Z = 4p − (p + 1 − m)2

is positive. This in turn implies that there is a unique
factorization Z = Dv2, where D is a square free positive
integer. Consequently,

1 A polynomial is called monic if its leading coefficient is 1.
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4p = u2 + Dv2 (6)

for some integer u satisfying

m = p + 1 ± u. (7)

D is actually a fundamental discriminant which is used
by the CM method in order to determine a j-invariant
and construct an EC of order p + 1 − u or p + 1 + u.

The method starts with a prime p and then chooses
the smallest D along with an integer u to satisfy Eq. (6).
Then, it checks whether p + 1 − u and/or p + 1 + u is
suitable. If neither is suitable, the process is repeated.
Otherwise, a so-called Hilbert polynomial (see Sect. 4)
has to be constructed (based on D) and its roots have
to be found. A root of the Hilbert polynomial is the j-
invariant we are seeking. The EC and its twist are then
constructed as explained in Sect. 2.1. Since only one of
the ECs has the required suitable order, the particular
one can be found using Langrange’s theorem by picking
random points P in each EC until a point is found in
some curve for which mP �= O. Then, the other curve is
the one we are seeking.

A major problem of the CM method is the construc-
tion of the Hilbert polynomials which require high pre-
cision floating point and complex arithmetic that makes
their computation very expensive.

To overcome this problem, a variant of the CM
method was proposed in [29]. It takes as input a CM
discriminant D ≡ 3 (mod 8), and subsequently calcu-
lates p and m, where the only condition posed on m is
that it should be a prime. The prime p is found by picking
randomly odd u and v of appropriate sizes first, and then
checking if (u2 + Dv2)/4 is prime. An important aspect
of the variant concerns the computation of the Hilbert
polynomials: since they depend only on D (and not on
p), they can be constructed in a preprocessing phase
and stored for later use. Hence, the burden of their con-
struction is excluded from the generation of the EC. In
the rest of the section, we will describe a variant of the
Complex Multiplication method that generates ECs of
suitable order, and we will elaborate on a crucial step of
this variant.

3.1 A variant of the CM method

In this subsection, we describe an alternative to the var-
iant in [29] with which some similarities are shared:
the variant we use takes also as input a CM discrimi-
nant D [not necessarily congruent to 3 (mod 8)], and
then computes p and m. The differences are that the
variant presented in this paper uses Weber instead of
Hilbert polynomials, computes u and v using a different
approach (for example, it uses Cornacchia’s algorithm

[8]), and requires m to be suitable, as defined in Sect. 2.1.
Actually, the order m of the ECs that we generate is
of the form m = nq, where n is a small integer and
q is a large prime (larger than 2160). A similar variant
is also presented in [3] using mainly Hilbert polynomi-
als. However, Weber polynomials are the default choice
of our variant, since they require much less precision
and, as our experiments show, result in much more effi-
cient computation of ECs. (Hilbert polynomials can be
equally used as well.) The polynomials, like in [29], can
be constructed in a preprocessing phase.

In the following, we shall give the main steps of this
variant. In order to facilitate the discussion of the experi-
ments in Sect. 5, we will also include the choice of Hilbert
polynomials in the description.

Preprocessing phase

1. Choose a discriminant D.
2. Construct the Weber (or the Hilbert) polynomial

using the discriminant D.

Main phase

3. Specify a prime p such that the Diophantine equa-
tion (6) has a solution (u, v), where u, v are integers.
The prime number p will be the order of the under-
lying finite field Fp.

4. Having found a solution (u, v), the possible orders of
the elliptic curve are m = p+1−u and m = p+1+u.
Check if (at least) one of them is suitable. If none is
suitable, then return to Step 3. Otherwise, m is the
order of the EC that we will generate and proceed
to the next step.

5. Compute the roots (modulo p) of the Weber (or
Hil-bert) polynomial. This is accomplished using
Berle-kamp’s algorithm [5]. Transform the roots of
the Weber polynomial (if it has been chosen) to
the roots of the corresponding Hilbert polynomial
(constructed using the same D).

6. Each Hilbert root represents a j-invariant. Con-
struct the two ECs as described in Sect. 2.1
[cf. Eqs. (1) and (5)].

7. Determine which one of the two ECs is of a suitable
order: repeatedly pick random points P on each EC,
until a point is found for which mP �= O. Then, we
are certain that the other curve is the one we seek.

3.2 Solving the Diophantine equation

A crucial step of our CM variant is Step 3, which con-
cerns the solution of the Diophantine equation 4p =
u2+Dv2, where p is a prime number and u, v are integers.
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Solving the Diophantine equation is necessary, since D
and the polynomial are determined a priori. (The alter-
native approach of choosing first p and m, and subse-
quently compute D can be rather slow for constructing
the polynomial, because D may be very large.)

In order to solve the Diophantine equation when a
suitable order is required, we can use two alternative
approaches (analyzed also in [3]). The most straightfor-
ward one is to randomly generate pairs (u, v) and then
check if the number p that is constructed is a prime
number. If it is, then we move to the next step of the CM
method checking the two possible orders m for suit-
ability. Otherwise, we generate another pair (u, v) and
continue the same process. The second approach is to
use Cornacchia’s algorithm [8]. This algorithm solves
a slightly different equation, namely the equation p =
x2+Dy2, having as inputs a prime p and the discriminant
D. However, it is trivial to convert Eq. (6) into this form.
If a solution is found for the Diophantine equation, then
we proceed to the next step of the CM method setting
u = 2x. Otherwise, another prime p is chosen and we
again apply Cornacchia’s algorithm.

4 Hilbert and Weber polynomials

The most complicated part of the CM method is the con-
struction of the polynomials (Weber or Hilbert). In this
section we shall elaborate more on these polynomials
and discuss their strengths and limitations. In particular,
in the following subsections we describe the construc-
tion of the Hilbert and Weber polynomials; we provide
the transformations of the Weber roots to the Hilbert
roots and we present an approximate bound for the bit-
precision requirements of Weber polynomials.

4.1 Construction of polynomials

The CM discriminant D is the only input in the con-
struction of Hilbert and Weber polynomials, denoted
by HD(x) and WD(x), respectively. Let τk be the root
corresponding to a reduced positive primitive quadratic
form [ak, bk, ck] ∈ H(−D). Then the class equation of
the ring of algebraic integers O ⊂ Q(

√−D), or Hilbert
polynomial, is defined by

HD (x) =
h∏

k=1

(x − j(τk)). (8)

Since the Hilbert polynomial is the class equation of O,
it clearly has integer coefficients. The quantity j(τk), for
τk ∈ O, is called a class invariant of O. In particular, for
any τ ∈ O, j(τ ) is defined as

j(τ ) = (256θ(τ ) + 1)3

θ(τ )
,

where q =e2πτ
√−1, θ(τ ) = �(2τ)

�(τ)
, and

�(τ) = q

⎛

⎝1 +
∑

n≥1

(−1)n(
qn(3n−1)/2 + qn(3n+1)/2)

⎞

⎠

24

.

The class invariants j(τk) (which are the roots of HD(x))
generate a field over Q(

√−D) called the Hilbert class
field. Alternative generators of the class field can be pro-
vided by singular values of other functions. Such func-
tions are powers of the Weber functions which generate
the Weber polynomials.

Weber [37] considered the explicit construction of the
Hilbert class field using other modular functions g(z).
When g(τ�) and j(τ ), for τ�, τ ∈ O, generate the same
field over Q(

√−D), g(τ�) is also called a class invariant
of O, and its minimal polynomial WD(x) is called the
reduced class equation or the Weber polynomial. Weber
polynomials are defined using the Weber functions (see
[2,16])

f (τ ) = q−1/48
∞∏

m=1

(1 + qm−1/2)

f1(τ ) = q−1/48
∞∏

m=1

(1 − qm−1/2)

f2(τ ) = √
2 q1/24

∞∏

m=1

(1 + qm).

Then, the Weber polynomial WD(x) is defined as

WD(x) =
h′∏

�=1

(x − g(τ�)) (9)

where g(τ�) (a class invariant of WD(x)) is an expres-
sion—depending on the value of D—of the Weber func-
tions, τ� ∈ O satisfies the equation a�z2 + 2b�z + c� = 0
and corresponds to a primitive reduced quadratic form
[a�, 2b�, c�] for which 4b2

�−4a�c� = −4d, where d = D/4
if D ≡ 0 (mod 4), and d = D if D ≡ 3 (mod 4) and (i)
gcd(a�, b�, c�) = 1, (ii) |2b�| ≤ a� ≤ c�, and (iii) if either
a� = |2b�| or a� = c�, then b� ≥ 0. In particular, g(τ�) is
constructed using the following equation given in [16]:

g(τ�) =
[

N exp

(
−π

√−1KLb�

24

)

2−I/6 (fJ(τ�))
K

]G

(10)

where J ∈ {0, 1, 2}, f0(τ�) = f (τ�), G = gcd(D, 3), I, K ∈
[0, 6], and L, N are positive integers. The precise values
of these parameters depend on certain, rather tedious,
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conditions among a�, c� and D that encompass the var-
ious cases of the mathematical definition of the Weber
polynomials; the interested reader can find all the details
in [16]. The degree h′ of WD(x) can be either h or 3h.

We would like to mention that the possible class
invariants for a given discriminant D are potentially
infinite, giving rise to different class polynomials and
consequently to the problem of which one to use (for
details see [9,10,30]). A comparison of many possible
class invariants for a given D was made in [9] using
as criterion the height2 of their minimal polynomials,
since it is computationally easier to use invariants that
produce polynomials of small height. In particular, it is
shown in [9] that Weber polynomials are among the best
choices between all possible polynomials.

To get an idea on the size of coefficients of Hilbert
and Weber polynomials as well as on their space require-
ments for storing them off-line, we give an example for
D = 472.

W472(x) = x6 − 12x5 − 22x3 − 12x − 1

H472(x) = x6 − 438370860938320369278668592000x5

+ 290243510038159955925726906822209766336 · 106 · x4

− 662197893286495898646518596497687462912 · 1010 · x3

+ 89663269021650272593765224657345386704896 · 1012 · x2

+ 7782762847555792408664371720856640749568 · 1015 · x

+ (8476837240896000000)3.

As this example shows, the memory required for the
storage of Hilbert polynomials is considerably larger
than that required by the Weber polynomials.

4.2 Transformation of the Weber roots to Hilbert roots

In this section, we will describe a complete set of trans-
formations of the roots of the Weber polynomials to the
roots of the corresponding (generated by the same D)
Hilbert polynomials. The transformations will be given
for all possible values of discriminant D.

In order to explain the transformations that will fol-
low, we need two relations. From the definition of the
Weber functions and the class invariant j(τ ) that gener-
ates the Hilbert polynomials, the following relations can
be readily obtained:

f (τ )f2

(−1 + τ

2

)
= ζ−2

48 eπ
√−1/24

√
2 (11)

j(τ ) = (A − 16)3

A
, (12)

where A ∈ {f 24(τ ), −f 24
1 (τ ), −f 24

2 (τ )} and ζ48 is the 48th
root of unity.

2 The logarithm of the largest coefficient of the polynomial.

Table 1 Class invariants for
D �≡ 0 (mod 3)

d mod 8 Class invariant

1 f 2(
√−d)/

√
2

2 or 6 f 2
1 (

√−d)/
√

2
3 f (

√−d)

5 f 4(
√−d)/2

7 f (
√−d)/

√
2

Table 2 Class invariants for
D ≡ 0 (mod 3)

d mod 8 Class invariant

1 f 6(
√−d)/(2

√
2)

2 or 6 f 6
1 (

√−d)/(2
√

2)

3 f 3(
√−d)/2

5 f 12(
√−d)/23

7 f 3(
√−d)/(2

√
2)

Recall from Sect. 4.1 that the Weber polynomial
WD(x) is generated by its class invariants g(τ�) which are
also roots of the polynomial. The real roots of WD(x),
for all values of D, are given by the class invariants
presented in Tables 1 and 2. There are ten cases of
discriminant D that define ten different class invari-
ants. Recall from Sect. 2.2 that D is either 3 (mod 4)

or 4, 8 (mod 16) and that d = D/4 if D ≡ 0 (mod 4),
and d = D if D ≡ 3 (mod 4). This in turn implies that
d ≡ 3, 7 (mod 8) if D ≡ 3 (mod 4), while d ≡ 1, 2, 5, 6
(mod 8) when D ≡ 4, 8 (mod 16). The ten class invar-
iants split into two groups of five each, depending on
whether D �≡ 0 (mod 3) or D ≡ 0 (mod 3). Tables 1 and
2 give the details.

The fact that the class invariants of Tables 1 and 2
are indeed real roots of the Weber polynomial WD(x)

can be verified using the IEEE Standard P1363 [16]
and Eq. (10). In particular, the principal form for the
case of Weber polynomials is equal to [1, 0, d]. Then, the
class invariant that corresponds to a real root is equal to
g([1, 0, d]) = g(

√−d). For example, for D ≡ 3 (mod 8)

and D ≡ 0 (mod 3), following [16] and Eq. (10), we get
that N = 1, J = 0, I = 2 and G = 3. Therefore, the class
invariant is g(

√−d) = f 3(
√−d)/2. All the other nine

cases can be similarly verified.
As we mentioned in Sect. 3, it is necessary for the

CM method to obtain the roots modulo a prime p of
the Hilbert polynomial and we want to achieve this
by using the roots (modulo p) of Weber polynomials.
Hence, there must be a way to compute a root modulo
p of the Hilbert polynomial HD(x) from a root mod-
ulo p of the corresponding Weber polynomial WD(x). It
can be shown that if we can find a transformation T( )

of a real root g(τ�) of the Weber polynomial to a real
root j(τk) of the corresponding Hilbert polynomial, then
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the same transformation will hold for the roots of the
polynomials modulo p.

We have earlier mentioned that the class invariants
given in Tables 1 and 2 represent the real roots of the
Weber polynomials. We shall refer to all these values
by F(

√−d), where F depends on the value of D. It is
also known that the class invariant j(τ ∗) of HD(x) is
a real root when τ ∗ corresponds to a principal form.
Hence the goal is to find a transformation T( ) such that
j(τ ∗) = T(F(

√−d)).
The idea is as follows. From Eq. (12) we know that

if one of f 24(τ ∗), −f 24
1 (τ ∗), −f 24

2 (τ ∗) can be calculated,
then j(τ ∗) can also be computed. The problem now is
reduced to finding one of f 24(τ ∗), −f 24

1 (τ ∗), −f 24
2 (τ ∗)

from F(
√−d). When D ≡ 0 (mod 4), then τ ∗ = √−d,

and finding f 24(
√−d), or −f 24

1 (
√−d), or −f 24

2 (
√−d)

from F(
√−d) is straightforward. When D ≡ 3 (mod 4)

however, then τ ∗ = −1+√−d
2 , and finding

f 24(−1+√−d
2

)
or −f 24

1

(−1+√−d
2

)
or −f 24

2

(−1+√−d
2

)
from

F(
√−d) is more complicated (actually, we have to use

Eq. (11) for these cases).
An interesting case of D is when D ≡ 3 (mod 8)

[for both D �≡ 0 (mod 3) and D ≡ 0 (mod 3)]. For
these two cases the degree of the Weber polynomial
is three times larger than the degree of the correspond-
ing Hilbert polynomial. If the number of distinct roots
of the Weber polynomial is exactly three times the
number of the roots of the corresponding Hilbert poly-
nomial, the transformations that will be presented sub-
sequently, map three roots of the Weber polynomial
into the same root of the Hilbert polynomial. Obvi-
ously, when the number of distinct roots of the Weber
polynomial is equal to the number of distinct roots of
the Hilbert polynomial, one root of the Weber poly-
nomial is mapped to exactly one root of the Hilbert
polynomial.

In the following, we present the details for the ten
different cases of D of the transformation of a real root
RW of a Weber polynomial to a real root RH of the
corresponding Hilbert polynomial.

1. D ≡ 7 (mod 8) and D �≡ 0 (mod 3). From Table 1,

the class invariant in this case is f (
√−d)√

2
= RW . Since

d ≡ 3 mod 4, we have that τ ∗ = (−1 + √−d)/2.
Using Eq. (11), we get

f2(τ
∗) = f2

(
−1+√−d

2

)

=ζ−2
48 e

π
√−1
24

√
2f −1(

√
−d)⇒

f2(τ
∗) = ζ−2

48 e
π

√−1
24 R−1

W ⇒ −f 24
2 (τ ∗) = R−24

W = A.

Thus, from Eq. (12) we obtain

RH = (A − 16)3

A
= (R−24

W − 16)3

R−24
W

.

2. D ≡ 3 (mod 8) and D �≡ 0 (mod 3). For this case,
the degree of the Weber polynomial is three times
larger than the degree of the corresponding Hilbert
polynomial.
Since d=D ≡ 3 (mod 8), we have that τ ∗ = −1+√−d

2 ,
and from Table 1 the class invariant is f (

√−d) = RW .
According to Eq. (11) we have

f2(τ
∗) = f2

(
−1 + √−d

2

)

= ζ−2
48 e

π
√−1
24

√
2f −1(

√
−d) ⇒

−f 24
2 (τ ∗) = 212R−24

W = A.

Hence, by Eq. (12)

RH = (A − 16)3

A
= (212R−24

W − 16)3

212R−24
W

.

3. D/4 ≡ 2, 6 (mod 8) and D �≡ 0 (mod 3). For this
value of D = 4d, we have that τ ∗ = √−d, and the
class invariant is f 2

1 (
√−d)/

√
2 = RW (see Table 1).

Then,

f 2
1 (τ ∗)= f 2

1 (
√

−d)=√
2RW ⇒−f 24

1 (τ ∗)=−26R12
W =A

which by Eq. (12) gives

RH = (A − 16)3

A
= (−26R12

W − 16)3

−26R12
W

= (26R12
W + 16)3

26R12
W

.

4. D/4 ≡ 1 (mod 8) and D �≡ 0 (mod 3). For this value
of D = 4d, we have that τ ∗ = √−d, and the class
invariant is f 2(

√−d)/
√

2 = RW (see Table 1). Thus,

f 2(τ ∗) = f 2(
√

−d) = √
2RW ⇒ f 24(τ ∗) = 26R12

W = A

which by Eq. (12) gives

RH = (A − 16)3

A
= (26R12

W − 16)3

26R12
W

.

5. D/4 ≡ 5 (mod 8) and D �≡ 0 (mod 3). For this value
of D = 4d, we have that τ ∗ = √−d, and the class
invariant is f 4(

√−d)/2 = RW . Thus,

f 4(τ ∗) = f 4(
√

−d) = 2RW ⇒ f 24(τ ∗) = 26R6
W = A
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By Eq. (12), we get

RH = (A − 16)3

A
= (26R6

W − 16)3

26R6
W

.

6. D ≡ 7 (mod 8) and D ≡ 0 (mod 3). As Table 2 dic-
tates, the class invariant in this case is f 3(

√−d)

2
√

2
= RW .

Since d = D ≡ 3 mod 4, we have that τ ∗ = (−1 +√−d)/2. From Eq. (11), we get

f2(τ
∗) = f2

(
−1 + √−d

2

)

= ζ−2
48 e

π
√−1
24

√
2f −1(

√
−d) ⇒

−f 24
2 (τ ∗) = 212f −24(

√
−d) = R−8

W = A.

Hence, by Eq. (12) we get

RH = (A − 16)3

A
= (R−8

W − 16)3

R−8
W

.

7. D ≡ 3 (mod 8) and D ≡ 0 (mod 3). Again from

Table 2, the class invariant in this case is f 3(
√−d)
2 =

RW . The degree of the Weber polynomial, as in the
case D≡3 (mod 8) and D �≡0 (mod 3), is three times
larger than the degree of the corresponding Hilbert
polynomial. For the particular value of D, we have
that τ ∗ = (−1 + √−d)/2. From Eq. (11) we get

f2(τ
∗) = f2

(
−1 + √−d

2

)

= ζ−2
48 e

π
√−1
24

√
2f −1(

√
−d) ⇒

−f 24
2 (τ ∗) = 212f −24(

√
−d) = 24R−8

W = A

which, by Eq. (12), leads to

RH = (A − 16)3

A
= (24R−8

W − 16)3

24R−8
W

.

8. D/4 ≡ 2, 6 (mod 8) and D ≡ 0 (mod 3). From
Table 2 the class invariant is f 6

1 (
√−d)/(2

√
2) = RW ,

while for the particular D we have that τ ∗ = √−d.
Then,

f 6
1 (τ ∗) = f 6

1 (
√

−d) = 2
√

2RW ⇒ −f 24
1 (τ ∗) = −26R4

W = A

and by Eq. (12)

RH = (A − 16)3

A
= (−26R4

W − 16)3

−26R4
W

= (26R4
W + 16)3

26R4
W

.

9. D/4 ≡ 1 (mod 8) and D ≡ 0 (mod 3). From Table 2
the class invariant is f 6(

√−d)/(2
√

2) = RW , while
for the particular D we have that τ ∗ = √−d. Thus,

Table 3 Transformations for D �≡ 0 (mod 3)

D RH

D ≡ 7 (mod 8)

(
R−24

W −16
)3

R−24
W

D ≡ 3 (mod 8)

(
212R−24

W −16
)3

212R−24
W

D/4≡2, 6(mod 8)

(
26R12

W+16
)3

26R12
W

D/4 ≡ 1 (mod 8)

(
26R12

W−16
)3

26R12
W

D/4 ≡ 5 (mod 8)

(
26R6

W−16
)3

26R6
W

f 6(τ ∗)= f 6(
√

−d)=2
√

2RW ⇒ f 24(τ ∗)=26R4
W = A

and by Eq. (12)

RH = (A − 16)3

A
= (26R4

W − 16)3

26R4
W

.

10. D/4 ≡ 5 (mod 8) and D ≡ 0 (mod 3). From Table 2,
the class invariant for this case is f 12(

√−d)/23 = RW .
For the particular D, we have that τ ∗ = √−d. Hence,

f 12(τ ∗) = f 12(
√

−d) = 23RW ⇒ f 24
0 (τ ∗) = 26R2

W = A

and by Eq. (12)

RH = (A − 16)3

A
= (26R2

W − 16)3

26R2
W

.

The previous discussion is summarized in the follow-
ing theorem.

Theorem 1 Suppose RW is a real root of a Weber poly-
nomial WD(x) and RH is a real root of the corresponding
Hilbert polynomial HD(x). Then, RW can be transformed
to RH using the equations from Tables 3 and 4 depending
on the value of the discriminant D.

4.3 Precision requirements for the construction
of polynomials

In this section we focus on the precision required for the
construction of Weber polynomials. For reasons of com-
parison and completeness, we note that a very accurate
estimation of the bit precision of Hilbert polynomials
made in [22] gives an upper bound of 3.32(	H +h/4+5),
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Table 4 Transformations for D ≡ 0 (mod 3)

D RH

D ≡ 7 (mod 8)

(
R−8

W −16
)3

R−8
W

D ≡ 3 (mod 8)

(
24R−8

W −16
)3

24R−8
W

D/4≡2, 6(mod 8)

(
26R4

W+16
)3

26R4
W

D/4 ≡ 1 (mod 8)

(
26R4

W−16
)3

26R4
W

D/4 ≡ 5 (mod 8)

(
26R2

W−16
)3

26R2
W

where 	H = 0.3(π
√

D
ln 2

∑h
k=1

1
ak

) and ak is the first inte-
ger of the related reduced, primitive quadratic forms.
Our experiments showed that this bound is remarkably
accurate.

Let 	W = π
√

D
ln 2

∑h′
�=1

1
a�

, where h′ is the number of
terms of the product in Eq. (9) and a� is the first inte-
ger of the corresponding reduced, primitive form. The
bit precision required for the construction of the Weber
polynomial is upper bounded by v0+	W (see, e.g., [35]),
where v0 is a positive constant that handles round-off
errors (typically v0 = 33). This estimate of precision
can be, however, much larger than the actual precision
required by the Weber polynomials. For the case of D ≡
7 (mod 8) and not divisible by 3, a better upper bound of
3.32(1+(	H+h/4+5)/47) is provided in [22]. Moreover,
in [3] a more accurate precision bound of 0.015	H is
given for the same values of D. However, these precision
estimates cannot be used for other cases of D. The next
theorem gives a new precision estimate that covers all
values of discriminant D.

Theorem 2 The bit precision required for the construc-
tion of Weber polynomials for various values of the dis-
criminant D is upper bounded by

c1h + π
√

d
c2 ln 2

c1h∑

�=1

1
a�

,

where the sum runs over the same values of � as the prod-
uct of Eq. (9) (i.e., h′ = c1h) and the constants c1 and c2
are given by

c1 =
{

3 if D ≡ 3 (mod 8)

1 if D �≡ 3 (mod 8)
(13)

c2 =

⎧
⎪⎪⎪⎪⎪⎪⎨

⎪⎪⎪⎪⎪⎪⎩

24 if D ≡ 3, 7 (mod 8) ∧ D �≡ 0 (mod 3)

8 if D ≡ 3, 7 (mod 8) ∧ D ≡ 0 (mod 3)

6 if D/4 ≡ 5 (mod 8) ∧ D �≡ 0 (mod 3)

2 if D/4 ≡ 5 (mod 8) ∧ D ≡ 0 (mod 3)

12 if D/4 ≡ 1, 2, 6 (mod 8) ∧ D �≡ 0 (mod 3)

4 if D/4 ≡ 1, 2, 6 (mod 8) ∧ D ≡ 0 (mod 3).

(14)

Proof Consider the case D �≡ 3 (mod 8). From the proof
of Proposition (B4.4) in [17], assume that the Weber
polynomial is written in the form WD(x) = xh +
wh−1xh−1 +· · ·+ w1x + w0. It turns out that |wi| ≤ 2hM,
where M = ∏

� max(1, |g(τ�)|). This means that the bit
precision required for the coefficient wi is log2(|wi|) ≤
h+ log2 M ≤ h+∑

� log2(|g(τ�)|). Therefore, the bit pre-
cision required for the construction of the whole polyno-
mial (i.e., the construction of its coefficients) is at most
h + ∑

� log2(|g(τ�)|) and thus c1 = 1. For the case D ≡ 3
(mod 8), the degree of WD(x) is equal to 3h. Arguing
as above, we conclude that the bit precision is at most
3h+∑

� log2(|g(τ�)|), which gives c1 = 3. To conclude the
proof, it suffices to estimate the precision requirements
for the computation of g(τ�).

The precision required by each g(τ�) is related to the
precision required by f (τ�), f1(τ�) or f2(τ�) as evidenced
by Tables 1 and 2. We observe that, in general, g(τ�)

is equal to one of these functions raised to a constant
power K and multiplied by a small constant, which we
can safely ignore in the following computations as it
will affect the final estimate only by a very small addi-
tive constant. This implies that the precision needed for
g(τ�) is approximately K times the precision needed for
f (τ�), f1(τ�) or f2(τ�). Since the latter are related to j(τ�)

through Eq. (12), it turns out that an estimate for the
precision of j(τ�) yields an estimate for the precision of
g(τ�).

Equation (12) implies that the precision needed for
j(τ�) is approximately 48 times the precision needed for
f (τ�), f1(τ�) or f2(τ�). Consequently, log2 |g(τ�)| ≈ K

48 log2
|j(τ�)|. Using the expansion of j in terms of its Fourier
series [6], we obtain that |j(τ�)|≈|e−2πτ�

√−1|=e2π
√

d/a� .
Therefore, the bit precision that is required for the com-
putation of j(τ�) is log2 |j(τ�)| ≈ 2π

√
d

a� ln 2 and, consequently,
the precision required for g(τ�) is given by log2 |g(τ�)| ≈
K
48 log2 |j(τ�)| = 2Kπ

√
d

48a� ln 2 = Kπ
√

d
24a� ln 2 . This, in turn, results in

the total bit precision requirements for the computation
of the Weber polynomial, which is c1h + Kπ

√
d

24 ln 2
∑

�
1
α�

.

We turn now to the computation of c2 = 24
K . For

the case d = D ≡ 3 (mod 8) and D ≡ 0 (mod 3), the
precision required by g(τ�) is approximately three times
the precision required by f (τ�), f1(τ�) or f2(τ�) as it is
evident from Table 2. Consequently, c2 = 24

3 = 8. The
rest of the cases follow similarly, thus completing the
proof of the theorem. ��

Theorem 2 suggests a natural ranking of the bit pre-
cision requirements based on the different values of
D. For example, the case D ≡ 3, 7 (mod 8) and D �≡
0 (mod 3) requires less precision than the other cases
and this implies that these values of D are better for
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implementations. This ranking is verified by the experi-
ments described in Sect. 5.

5 Implementation and experimental results

In this section, we discuss some issues regarding the
implementation of our variant of the Complex Multi-
plication method and our experimental results concern-
ing its time and space efficiency. As mentioned in the
Sect. 1, one of our main concerns was to investigate
the efficiency of implementing CM variants in resource-
limited hardware devices (e.g., embedded systems). For
that reason and for reasons of proper comparison, we
have made all of our implementations in a unified frame-
work using the same language and software libraries.
Since the vast majority of language tools developed for
such devices are based on ANSI C, we have made all of
our implementations in this language using the (ANSI
C) GNU Multiple Precision (GNUMP) [12] library for
high precision floating point arithmetic and also for
generating and manipulating integers of unlimited pre-
cision. Our implementation is also part of a software
library for ECC that we build [19]. The library is
available from http://www.ceid.upatras.gr/faculty/zaro/
software/ecc-lib/. Note that there are highly efficient
and optimized C++ libraries (e.g., LiDIA [23]), which
however result in executables of a few MB, that may be
prohibitive for resource-limited hardware devices.

As a first step, we implemented the basic algebraic
operations for EC arithmetic. We then turned our atten-
tion to the most demanding step of the CM method,
which was the construction of the Hilbert and Weber
polynomials. They both require high-precision complex
and floating point arithmetic with the greater demands
placed, of course, by Hilbert polynomials. Also, the oper-
ations involved required the implementation of func-
tions such as cos(x), sin(x), exp(x), ln(x), arctan(x) and√

x. Since the basic complex number algebraic opera-
tions (addition, multiplication, exponentiation, and
squaring) as well as a high precision floating point imple-
mentation of the above functions did not exist in
GNUMP, we had to implement them from scratch. For
the implementation of the particular functions we used
their Taylor series expansion. As a starting point for the
construction of the Hilbert polynomials, we used the
code given in [38] which we considerably modified in
order to support high precision floating point arithme-
tic. For the construction of the Weber polynomials we
implemented the functions described in the IEEE Stan-
dard P1363 [16], adopting a slightly different way for
producing the coefficients α, β, γ described in the stan-
dard. For the computation of the roots of polynomials

Table 5 Construction of Weber and Hilbert polynomials

D h Weber polynomial Hilbert polynomial

Bit precision Time (s) Bit precision Time (s)

228 4 12 0.08 129 0.73
1, 384a 10 16 0.14 417 7.22
2,487 20 24 0.26 897 69.74
3,092 26 24 0.32 961 110.26
3,967 33 16 0.37 1,217 219.94
5,060 40 24 0.55 1,505 537.71
6, 744a 44 97 0.95 1,601 699.08
9, 924a 52 161 1.97 2,049 1,365.29
39,608 100 129 2.74 4513 20,679.00

a Coefficients of Hilbert polynomials do not have trailing decimal
zeros

modulo a prime, we used the code given in [38], which
we had to modify in order to handle correctly prime
numbers of arbitrary precision.

Our experiments were carried out on a Pentium III
(933 MHz) with 256 MB of main memory, running
Linux, and using the ANSI C gcc-2.95.2 compiler (along
with the GNUMP library). All reported times are aver-
ages over 1,000 ECs per value of the discriminant D. For
the size of the field’s order, we considered two values,
namely 192 and 224 bits. The Weber (resp. Hilbert) ver-
sion of our code (excluding dynamically called libraries)
had size 124 KB (resp. 110 KB) including the code for
the generation of the polynomials; exclusion of the latter
(i.e., when polynomials are computed off-line) reduces
the code size to 72 KB. The small size of our code makes
it suitable for memory limited devices. In fact, our code
has been successfully ported to Windows CE, which is
one of the most commonly used operating systems for
PDAs. Details can be found in [1].

5.1 Construction of Hilbert and Weber polynomials

In this section we consider experiments regarding the
construction of Hilbert and Weber polynomials. Our
experiments are focused on the bit precision and the
time requirements needed for the construction of the
polynomials.

We have considered various values of D and h and
made several experiments. We observed a big difference
in favor of Weber polynomials both w.r.t. precision and
time. Figure 1 illustrates the approximate (theoretical)
estimate of the bit precision required for the construc-
tion of Weber and Hilbert polynomials, as discussed in
Sect. 4.3, and the actual precision, i.e., the minimal pre-
cision required for their actual construction during the
experiments . In particular, the degree h of the polyno-
mials ranges from 4 to 52 as the discriminant D increases
from 228 to 9924.
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Fig. 1 Actual and
approximate bit precision for
the construction of Hilbert
and Weber polynomials
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As it is evident from Fig. 1, there is a large differ-
ence in the required precision between the two types
of polynomials. We also observe that the approximate
precision estimates are very close to the actual preci-
sion used in the implementation. For Hilbert polyno-
mials the approximation from [22] was used, while for
Weber polynomials that of Theorem 2. The difference
is reflected also in the time requirements for the con-
struction of polynomials and grows considerably large
for bigger values of D and h as it is indicated in Table 5.
For example, when D = 39, 608 and h = 100 the time
required for the construction of the Weber polynomial is
only 2.74 s, while the time needed for the construction of
the corresponding Hilbert polynomial is approximately
5 h and 45 min. In Table 5, we also report on the bit
precision requirements for the construction of the two
types of polynomials for the different values of D and
h considered. In conclusion, the construction of Hilbert
polynomials is very inefficient both in space and time.

We further observed that some Hilbert polynomi-
als have many trailing zeros in their coefficients. These
polynomials have an advantage compared to the rest of
Hilbert polynomials, because they can be more com-
pactly stored. Moreover, it is easier for an implementer
to verify that a polynomial is correctly computed if it
is known that its coefficients have trailing zeros. We
noticed that the trailing zeros appear for polynomials
with D �≡ ±1 (mod 5).

Regarding the precision requirements of Weber poly-
nomials and their theoretical estimates, representative
results are reported in Figs. 2 and 3, where we pres-
ent the approximate versus the actual bit precision for
Weber polynomials with even discriminant D, distin-
guishing between those divisible by 3 (Fig. 2) and those
which are not divided by 3 (Fig. 3). The degree h of the
polynomials ranges from 4 to 52 and the discriminant D

from 228 to 9924. We observe that all the estimates of the
precision are larger than the actual precision. However,
for all cases of D, the estimate of precision is very close
to the actual one for polynomials with small h (h < 20,
corresponding to D < 2, 500 approximately). Similar
observations hold for odd values of the discriminant D
(see Fig. 4). As it was mentioned in Sect. 4.3, a better
approximate precision was given in [3] for the case of
D ≡ 7 (mod 8) and not divisible by 3.

Figures 2, 3 and 4 also indicate that there is a ranking
in the precision requirements for various values of D. It
can be seen, for instance, that the case of D/4 ≡ 1, 2, 6
(mod 8) and D �≡ 0 (mod 3) requires less precision than
the case D/4 ≡ 5 (mod 8) and D �≡ 0 (mod 3), which
in turn is better than the case D/4 ≡ 1, 2, 6 (mod 8) and
D ≡ 0 (mod 3). The worst case is D/4 ≡ 5 (mod 8)

and D ≡ 0 (mod 3). Note also that a similar ranking is
implied by the estimates provided by Theorem 2. More-
over, notice from Table 5 that the precision required for
the construction of the Weber polynomial W9924(x) is
larger than the precision required for the construction
of W39608(x), even though the latter has degree approx-
imately two times larger than the former. The reason is
that D = 9, 924 is divisible by 3, while D = 39, 608 is
not.

The difference in the precision requirements for the
various values of discriminant D is reflected in the time
requirements for the construction of the polynomials as
illustrated in Fig. 5, which summarizes all possible cases
of D. The degree h of the polynomials ranges from 50 to
150 and D from 10,766 to 69,396. The ranking among the
different values of the discriminant appears in this case,
too. The ranking between the two groups of D (divided
or not divided by 3) is the same as the one observed
for the precision: the worst case is D/4 ≡ 5 (mod 8),
followed by the case of D/4 ≡ 1, 2, 6 (mod 8), while
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Fig. 2 Actual and
approximate bit precision for
the construction of Weber
polynomials with even D,
which is divisible by 3
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the best one is D ≡ 3, 7 (mod 8) (for D = 68, 383 and
h = 148 the time for the construction of the polynomial
is only 4.43 s). This ranking may be helpful for designers
of ECCs as it may be used as a guideline for the selection
of values of D that lead to Weber polynomials with the
least computational requirements.

Concerning the storage requirements of the Weber
polynomials, it is clear that their coefficients are much
smaller than the coefficients of the corresponding
Hilbert polynomials. Moreover, the size of the coeffi-
cients of the Weber polynomials for the different cases
of D is analogous to the precision required for their con-
struction (see Theorem 2). For example, the coefficients
of polynomials with D ≡ 0 (mod 3) are larger than
the coefficients of polynomials with D �≡ 0 (mod 3),
when the discriminants and the degrees of the poly-
nomials are comparable in size. We also noticed that
Weber polynomials with even D are more beneficial
than Weber polynomials with odd D when it comes to
storage requirements. The reason is that the absolute
values of their coefficients are symmetric around the
central coefficient. For example, W116(x) = x6 − 9x5 +

5x4 + 2x3 − 5x2 − 9x − 1. Using this property, we can
reduce the space required for the storage of the partic-
ular Weber polynomials.

5.2 Computation of p and m

We next turn to the efficiency of Steps 3 and 4 of the
CM variant (Sect. 3.1) assuming that the polynomials
(Weber or Hilbert) have been computed off-line during
the preprocessing phase. Firstly, we compared the per-
formance of the Cornacchia’s algorithm with the per-
formance of the random method for the solution of the
Diophantine equation and for the generation of EC’s
suitable order m. For the order m we check the three
conditions mentioned in Sect. 2.1. The first condition
was tested as follows in our implementation. The order
must be of the form m = nq, where n is an integer and q
is a large prime (greater than 2160). The test proceeds by
factoring m and demanding that there are at most four
small factors (smaller than 20), while one factor should
be prime. If this fails, then the particular m is rejected
and the process is repeated. It is easy to see that in this

Fig. 3 Actual and
approximate bit precision for
the construction of Weber
polynomials with even D,
which is not divisible by 3
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Fig. 4 Actual and
approximate bit precision for
the construction of Weber
polynomials with odd D
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Table 6 Timing estimations (in s) for the computation of p and m
in the 192-bit finite field

D h #p #m T(p, m) #pr #mr T(pr, mr)

232 2 4 5 0.63 158 5 0.28
568 4 7 6 1.02 101 5 0.27
1,432 6 12 5 1.27 99 5 0.26
3,448 8 15 5 1.34 92 4 0.25
5,272 10 21 5 2.04 95 4 0.25
8,248 12 24 5 2.39 93 4 0.25
9,172 14 28 5 2.80 100 5 0.28
9,640 16 33 6 3.69 182 6 0.29
9,832 18 37 7 4.55 212 7 0.31
19,492 20 42 5 4.78 147 6 0.28
29,908 30 59 5 6.51 109 6 0.28
39,796 50 102 6 11.73 112 5 0.27
39,608 100 195 8 27.42 180 7 0.30

way q is greater than 2160 for sizes of 192 or 224 bits
for the field’s order, since n is at most 204. Moreover,
when the random method is used for the computation
of a prime p in a k-bit finite field, values of p that are
not in [2k−1, 2k] (k = 192 or 224 in our experiments) are
rejected.

The comparison of Cornacchia’s algorithm and ran-
dom method in the 192-bit finite field for various val-
ues of D and h is shown in Table 6. Let #p denote the
number of primes that we had to try in order to find a
solution (u, v) using Cornacchia’s algorithm, and let #m
be the number of orders m that we tried until a suitable
one was found. Correspondingly, #pr is the number of
random pairs (u, v) that we had to try in order to find
a prime p in the interval [2191, 2192] with the random
method, and #mr is the number of orders m that we
tried until we found a suitable one. T(p, m) is the time
for the computation of p and m using Cornacchia’s algo-
rithm, while T(pr, mr) is the time needed by the random
method. We observe that Cornacchia’s algorithm is less
efficient than the random method, with performance

Table 7 Timing estimations (in s) for the computation of p and m
in the 192-bit finite field

D h Cornacchia’s algorithm Random method

#p #m T(p, m) #pr #mr T(pr, mr)

296 10 20 10 3.70 286 7 0.31
724 10 20 9 3.44 122 6 0.27
1,268 10 20 6 2.29 99 5 0.25
3,412 10 20 6 2.20 101 5 0.25
5,272 10 21 5 2.04 95 4 0.25

that becomes worse as the degree h increases. On the
other hand, the efficiency of the random method is sim-
ilar for all values of D and h. The number of trials for
order m are approximately the same regardless of the
degree of the polynomial and the method used.

According to [6], we have to roughly try 2h primes
before a solution can be found by Cornacchia’s algo-
rithm. This fact was verified by our experiments with
surprising accuracy. For the random method many (usu-
ally more than 100) pairs of (u, v) must be tried in order
to find a prime p for all values of D. This can turn to an
advantage of Cornacchia’s method for small values of h
(even if its performance is still worse than the random
method). The advantage is that a user can provide his EC
cryptosystem with the primes one wishes to use within
a set of “good” primes, like Mersenne primes, when the
degree h is relatively small.

Tables 7 and 8 elaborate further on the use of Cornac-
chia’s algorithm and the random method, respectively,
for various values of D but for the same h = 10 in the
192-bit and 224-bit finite field. The main observation is
that the time requirements for the construction of p and
m decrease as D increases for both methods, following
the number of orders m that we tried until we found a
suitable one, in the case of Cornacchia’s algorithm, and
the number of pairs (u, v) that we had to try in order to
find a prime p, in the case of random method.
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Fig. 5 Time for the
construction of Weber
polynomials
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Table 8 Timing estimations (in s) for the computation of p and m
in the 224-bit finite field

D h Cornacchia’s algorithm Random method

#p #m T(p, m) #pr #mr T(pr, mr)

296 10 19 13 6.58 348 8 0.47
724 10 20 12 6.51 141 6 0.39
1,268 10 19 9 4.28 115 6 0.39
3,412 10 20 7 3.68 122 6 0.40
5,272 10 20 5 2.84 113 5 0.37

5.3 The other steps of the CM method

We finally turn to the efficiency of the other steps (Steps
5–7) of the CM variant (recall Sect. 3.1) and of our CM
implementation in total. In Table 9 we report on the
time requirements of all the steps of our CM variant
for various values of D and h and we see where exactly
the time is spent. We denote by T[W] the time for the
construction of the Weber polynomial, by T(p, m) and
T(pr, mr) the time required to find a prime p and a suit-
able order m (Steps 3 and 4) using Cornacchia’s algo-
rithm and random method, respectively, by T5 the time
required for the computation of a root of the polyno-
mial modulo p (Step 5) and by T67 the time required
for the construction of the EC (Steps 6 and 7). Tmain is
the total time of the main phase (Steps 3–7) of our vari-
ant using Cornacchia’s algorithm for Steps 3 and 4, and
Tr

main is the total time when the random method is used
for the computation of p and m. The Weber polynomials
have been constructed off-line during the preprocessing
phase.

We note that the most time consuming steps of the
CM method are Step 5 (computation of a root of the
polynomial) and Steps 3–4 when Cornacchia’s algorithm
is used. As it was expected, T67 does not change with D
and h.

Table 9 Timing estimations (in s) of our CM variant in the 192-bit
finite field

D h T[W] T(p, m) T(pr, mr) T5 T67 Tmain Tr
main

232 2 0.03 0.63 0.28 0.01 0.32 0.96 0.61
568 4 0.05 1.02 0.27 0.04 0.33 1.39 0.64
1,432 6 0.07 1.27 0.26 0.09 0.33 1.69 0.68
3,448 8 0.10 1.34 0.25 0.14 0.35 1.83 0.74
5,272 10 0.13 2.04 0.25 0.21 0.38 2.63 0.84
8,248 12 0.16 2.39 0.25 0.32 0.31 3.02 0.88
9,172 14 0.18 2.80 0.28 0.41 0.33 3.54 1.02
9,640 16 0.19 3.69 0.29 0.51 0.39 4.59 1.18
9,832 18 0.21 4.55 0.31 0.76 0.35 5.66 1.42
19,492 20 0.27 4.78 0.28 1.22 0.30 6.30 1.80
29,908 30 0.61 6.51 0.28 1.77 0.40 8.68 2.45
39,796 50 2.14 11.73 0.27 6.11 0.39 18.23 6.77
39,608 100 2.74 27.42 0.30 23.45 0.35 51.23 24.10

6 Conclusions

We have presented a variant of the Complex Multipli-
cation method for generating secure ECs. The variant
uses Weber polynomials that can be used for the con-
struction of ECs of suitable order. We have presented,
in a unifying and simple manner, all the transformation
of roots of Weber polynomials into roots of the corre-
sponding Hilbert polynomials as well as estimates for
the precision requirements of Weber polynomials for all
possible discriminant values. We have also conducted
an experimental study comparing the construction effi-
ciency of Weber and Hilbert polynomials for various
discriminant values. We observed that for Weber poly-
nomials there is a ranking among the values of D that
is defined by its divisibility properties. We also inves-
tigated the time efficiency of the new Complex Multi-
plication variant under different implementations of a
crucial step of the variant. We believe that our exper-
imental results can be used as a guideline for the con-
struction of EC cryptosystems, as the potential designer
can have an estimate of the computation time as well as
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the precision required before the actual implementation
is accomplished.
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